Historic Crypto

# Questions:

1. What are the advantage and disadvantage of these classical cipher?
   1. These ciphers are easy to implement and run very quickly.
2. Will you consider using these classical ciphers for your content protection?  Why or why not?
   1. No, since they are easy to implement, they are easy to crack. Most of these are pretty much useless because of how easy it is for modern computers to brute force them.
3. Discuss your experience during the crack implementations.
   1. Cracking the Caesar was easy once we started using letter frequencies. We originally tried it by checking to see if there were English words in the output, but this became an issue once we saw the files with no spaces. Letter frequency analysis worked well though.
   2. Mono-Alphabetic Substitution was the hardest of the three. In the end the program we developed could only approximately get the correct solution and needed some correction at the end.
   3. Vigenère was originally difficult because we used the key length solving algorithms found on Wikipedia. These were not very accurate, so it caused issues that made the rest of the program difficult to solve. Finally, we found the Twist+ algorithm which could very accurately find the key size consistently. After the key size the rest was the same as the Caesar cipher, so not much work.

# Caesar:

## Description:

The Caesar Cipher works by rotating every character in the plaintext by a specific amount to produce the ciphertext. For example, if the key is 5 then `a` -> `f`, `z` -> `e`, etc.

## Encryption Implementation:

To implement this in Python, loop through the entire input and replace each character with the appropriate offset character. This can be done by creating a dictionary with the plaintext characters as keys and the corresponding ciphertext characters as values.

## Decryption Implementation:

For each of the 26 possible shifts (including no shift) get the letter frequencies statistics and compare them with the baseline English letter frequencies. Pick whichever one has the closest correlation. Without any adjustment this works for all the provided ciphertexts.

# Vigenère**:**

## Description:

Vigenère works by having some key phrase that is used to offset all the characters in the plaintext. If the key phrase is shorter than the plaintext then it can be added to itself until they are both the same length (i.e. key: ‘dog’ text: ‘Hello, world!’, long\_key: ‘dogdo, gdogd!`). The longer key skips over non-letter characters and shifts letters by whatever letter is in the key (i.e. `d` is a shift of three).

## Encryption Implementation:

To implement this in Python take the key and make it the same length as the plaintext. Then iterate through both the plaintext and the long key at the same time. Every time you encounter a letter shift it by the current letter from the key.

## Decryption Implementation:

The way we implemented the cracking was using the Twist+ algorithm to find the key length then using letter frequency analysis to find each of the letters of the key.

[Twist+](https://www.tandfonline.com/doi/abs/10.1080/01611194.2019.1657202)

Twist+ is really complicated so we’ve included the link to the research paper about it.

# Mono-Alphabetic Substitution:

## Description:

Mono-Alphabetic Substitution works by mapping each character from the plaintext to a random character in the ciphertext. Each letter consistently maps to another letter but there is no order.

## Encryption Implementation:

The key for a Mono-Alphabetic Substitution Cipher is the shuffled alphabet which maps its plaintext to cipher text. In order to implement this, we can create a dictionary that has plaintext characters as its keys and the ciphertext characters as its values. Then just iterate through the input and replace all the letters.

## Decryption Implementation:

This one was tricky to decrypt. Even using letter frequency analysis, it is very difficult to find the right mapping because there are a total of 26! possibilities. The approach we used was a genetic algorithm. The way it works is to generate 50 totally random keys and improve on each of them until we can’t get any better. We do this by randomly swapping two characters in the key and checking to see if that makes the resulting ciphertext more “Englishly”. In this case we checked by comparing the trigraph frequency between the decoded text and the expected English values. Then we keep swapping characters until we have made 5000 useless swaps in a row. At this point we can conclude that we probably won’t get much better, so we move to the next key. Once we have all 50 keys, we can take the best one of the set and present it for evaluation. At the end the program provides the decoded text according to the key and lets the user swap letters manually until it gets to a better state.

# Solutions:

caesar\_easy\_encrypted.txt -> 18

caesar\_easy\_2\_encrypted.txt -> 11

caesar\_hard\_encrypted.txt -> 6

caesar\_hard\_2\_encrypted.txt -> 23

mono\_easy\_encrypt.txt -> zyorbunxlpmjtisqvgfkwcahde

mono\_medium\_encrypt.txt -> vimexbphstwgfjclqdyarnozuk

vigenere\_easy\_encrypt.txt -> mfxjt

vigenere\_hard\_encrypt.txt -> tobsltbsfsfbm

# Code:

## caesar.py

*# This is for testing, not for actual code*

*# ---------------*

**import** **logging**

*# ---------------*

**from** **util** **import** chi\_squared, command\_line\_process, file\_decode, convert

**import** **string**

*# guess the cipher key using chi squared values*

**def** caesar\_chi(text: str, get\_rot\_3: bool=False) -> str:

chi\_values = []

key = string.ascii\_lowercase

**for** i **in** range(26):

new\_text = convert(key, text)

chi\_val = chi\_squared(new\_text)

chi\_values.append((new\_text, chi\_val))

logging.debug(f"**\t**key: {i:2}**\t**chi: {chi\_val:.2f}")

key = key[1:] + key[:1]

min\_index = chi\_values.index(min(chi\_values, key=**lambda** x: x[1]))

**if** get\_rot\_3:

**return** chr(ord('a') + min\_index)

**return** key[min\_index:] + key[:min\_index]

**if** \_\_name\_\_ == "\_\_main\_\_":

*# get the files to decode*

files = command\_line\_process("caesar.log")

*# decode them*

outputs = [file\_decode(file, caesar\_chi) **for** file **in** files]

*# print the outputs*

**print**("**\n**---------**\n**|Results|**\n**---------**\n**")

**with** open("caesar.txt", "w") **as** f:

**for** file, key, text **in** outputs:

output = f"{file}**\t**key: {key}**\n**{text}**\n**"

**print**(output)

f.write(output)

## data.py

\*This is like 400 pages long in a word document, but it contains arrays and dictionaries for English letter frequencies and letter triplets.

## mono-alphabetic.py

**import** **logging**

**from** **multiprocessing** **import** Pool

**from** **os** **import** cpu\_count

**from** **util** **import** command\_line\_process, file\_decode, convert

**import** **data**

**import** **string**

**import** **random**

CIPHER\_TEXT: str = "boof"

KEYS: int = 50

KEY\_STEPS: int = 5000

**def** eval(text: str) -> float:

score = 0

*# i is the right side of the trigram*

**for** i **in** range(3, len(text)):

*# isolate the trigram*

trigram = text[i-3:i]

*# if the trigram is in the dictionary, increase score*

**if** trigram **in** data.trigrams:

score += data.trigrams[trigram]

**return** score

**def** genetic\_key(key\_attempt: int) -> tuple[float, str]:

random.seed(key\_attempt)

*# start with a random key*

key = list(string.ascii\_lowercase)

random.shuffle(key)

*# evaluate the key*

cur\_score = eval(convert(key, CIPHER\_TEXT))

*# go until we get 5000 swaps that don't improve score*

i = 0

**while** i < KEY\_STEPS:

index1, index2 = random.sample(range(26), 2)

new\_key = key.copy()

new\_key[index1], new\_key[index2] = key[index2], key[index1]

new\_score = eval(convert(new\_key, CIPHER\_TEXT))

**if** new\_score > cur\_score:

cur\_score = new\_score

key = new\_key

i = 0

i += 1

logging.debug(f"Attempt {key\_attempt:2}: {key} with score {cur\_score:.2f}")

**print**(f"[PROGRESS] {key\_attempt}/{KEYS}")

**return** cur\_score, "".join(key)

**def** initializer(text: str):

**global** CIPHER\_TEXT

CIPHER\_TEXT = text

**def** mono\_solver(text: str) -> str:

*# run the function `genetic\_key` in parallel*

logging.debug(f"Running `genetic\_key` in parallel with {cpu\_count()} threads.")

pool = Pool(cpu\_count(), initializer, (text,))

results = pool.map(genetic\_key, range(1, KEYS))

best\_score, best\_key = max(results, key=**lambda** x: x[0])

logging.debug(f"Best key: {best\_key} with score {best\_score:.2f}")

**return** best\_key

**if** \_\_name\_\_ == "\_\_main\_\_":

*# get the files from the command line*

files = command\_line\_process("mono.log")

*# decode them*

outputs = [file\_decode(file, mono\_solver) **for** file **in** files]

*# print the outputs*

**print**("**\n**---------**\n**|Results|**\n**---------**\n**")

**with** open("mono.txt", "w") **as** f:

**for** file, key, text **in** outputs:

output = f"{file}**\t**key: {key}**\n**{text}**\n**"

**print**(output)

f.write(output)

## util.py

*# For dealing with the command line*

*# --------------------------*

**import** **sys**

**import** **logging**

**import** **os.path** **as** **osp**

*# --------------------------*

*# For making the code look nicer*

*# --------------------------*

**from** **typing** **import** Union, Any, Callable

*# --------------------------*

**from** **data** **import** english\_expected

**import** **string**

**import** **math**

ALPHABET = string.ascii\_lowercase

**def** text\_process(nonplaintext: str) -> str:

**return** "".join([c.lower() **for** c **in** nonplaintext **if** c.isalpha()])

**def** vigenere\_encrypt(key: str, text: str) -> str:

*# preprocess the key and the text*

plaintext = text\_process(text)

key = key.lower()

*# make the key as long as the text by tiling it*

long\_key = key \* (len(plaintext) // len(key)) + key[:len(plaintext) % len(key)]

*# generate the cipher text*

ciphertext = []

**for** i **in** range(len(plaintext)):

plainchar = plaintext[i]

keychar = long\_key[i]

**print**(plainchar, keychar)

ciphernum = (ALPHABET.index(plainchar) + ALPHABET.index(keychar)) % 26

ciphertext.append(ALPHABET[ciphernum])

**return** "".join(ciphertext)

**def** vigenere\_decrypt(key: str, ciphertext: str):

*# tile the key to be as long as the cipher text*

key\_str = key \* (len(ciphertext) // len(key)) + key[:len(ciphertext) % len(key)]

decrypted = []

j = 0

**for** i **in** range(len(ciphertext)):

**if** ciphertext[i].isalpha():

*# get the 0-25 representation the letter*

chr\_num = ord(ciphertext[i].lower()) - ord('a')

chr\_num -= ord(key\_str[j]) - ord('a')

*# make sure it isn't negative*

**if** chr\_num < 0:

chr\_num += 26

**if** ciphertext[i].isupper():

decrypted.append(chr(chr\_num + ord('A')))

**else**:

decrypted.append(chr(chr\_num + ord('a')))

j += 1

**else**:

decrypted.append(ciphertext[i])

**return** "".join(decrypted)

**def** rot\_n\_str(n: int, text: str) -> str:

key = string.ascii\_lowercase

key = key[n:] + key[:n]

**return** convert(key, text)

**def** convert(key: str, text: str) -> str:

**if** isinstance(key, list):

key = "".join(key)

key\_2 = key + key.upper()

mapping = dict(zip(key\_2, string.ascii\_letters))

**return** "".join([mapping.get(c, c) **for** c **in** text])

**def** chi\_squared(input\_text: str, difference: bool=True) -> Union[float, list[float]]:

counts = [0.0] \* 26

plaintext = "".join([c.lower() **for** c **in** input\_text **if** c.isalpha()])

length = len(plaintext)

**for** c **in** plaintext:

counts[ord(c) - ord('a')] += 1

**if** difference:

total = 0.0

**for** i **in** range(26):

total = total + math.pow((counts[i] - length\*english\_expected[i]),2)/(length\*english\_expected[i])

**return** total

**else**:

**return** [x / sum(counts) **for** x **in** counts]

**def** command\_line\_process(logname: str) -> list[str]:

*# grab all the parts of the commandline*

opts = [opt **for** opt **in** sys.argv[1:] **if** opt.startswith("-")]

args = [arg **for** arg **in** sys.argv[1:] **if** **not** arg.startswith("-")]

*# set the logging level according to the cmdline arguments*

**if** log\_opt := [x **for** x **in** opts **if** "log" **in** x]:

loglevel = log\_opt[0][6:]

numeric\_level = getattr(logging, loglevel.upper(), None)

**if** **not** isinstance(numeric\_level, int):

**raise** **ValueError**('Invalid log level: **%s**' % loglevel)

logging.basicConfig(level=numeric\_level, filename=f"{logname}", filemode="w")

**print**(f"Log level: {loglevel.upper()}**\n**")

**else**:

**print**("Log level: WARNING**\n**")

*# print out cmdline*

logging.debug(args)

logging.debug(opts)

existing\_files = []

**for** arg **in** args:

existing\_files.append(arg) **if** osp.exists(arg) **else** logging.warning(f"Cannot find {arg}")

*# confirm there is at least one file to decode*

**if** len(existing\_files) == 0:

**print**("You have to provide at least one file to decrypt.")

**print**(f"**\t**usage: {logname}.py [--log=...] [file1] [file2] ...")

sys.exit(1)

**return** existing\_files

**def** file\_decode(file: str, decoder: Callable[[str], str], mono=True) -> tuple[str, str]:

*# process each of the provided files*

**with** open(file, "r") **as** f:

logging.debug(f"{file}:")

orig\_text = f.read()

key = decoder(orig\_text)

**if** **not** key:

**return** "", "", ""

**if** mono:

key = correction(orig\_text, key)

**return** file, key, convert(key, orig\_text)

**else**:

**return** file, key, vigenere\_decrypt(key, orig\_text)

**def** string\_swap(string: str, index1: int, index2: int) -> str:

string\_list = list(string)

string\_list[index1], string\_list[index2] = string\_list[index2], string\_list[index1]

**return** "".join(string\_list)

**def** correction(text: str, key: str) -> str:

**print**(f"key: {key}**\n**{convert(key, text)}")

user\_in = input("Does the input need changes? [Y/n]: ").lower().strip()

**if** user\_in == "y":

**while** True:

user\_in = input("Enter two letters to swap (ex. `a b`) or `exit`: ").lower().strip()

**if** user\_in == "exit":

**break**

**if** len(user\_in) != 3 **or** user\_in[1] != " ":

**print**("Invalid input.")

**continue**

*# get the two letters and their indicies within the key*

letter1, letter2 = user\_in.split()

index1, index2 = ord(letter1) - ord('a'), ord(letter2) - ord('a')

*# swap the indicies*

key = string\_swap(key, index1, index2)

*# reprint the text*

**print**(f"key: {key}**\n**{convert(key, text)}")

**return** key

## vigenere.py

**from** **caesar** **import** caesar\_chi

**from** **util** **import** command\_line\_process, file\_decode, ALPHABET, text\_process

MAX\_KEY\_LEN: int = 13

**def** twist\_alg(ciphertext: str) -> int:

*# get the columns for each of the possible key lengths*

all\_key\_lengths = {}

**for** key\_len **in** range(1, MAX\_KEY\_LEN+1):

cols = {}

**for** i **in** range(key\_len):

cols[i] = ciphertext[i::key\_len]

all\_key\_lengths[key\_len] = cols

*# get the letter frequencies*

all\_key\_frequencies = {}

**for** k, cols **in** all\_key\_lengths.items():

*# get the frequencies of all the letters in each column*

letter\_frequencies = {}

**for** i, col **in** cols.items():

*# get the counts of each letter*

letter\_counts = {}

**for** letter **in** col:

**if** letter **not** **in** letter\_counts:

letter\_counts[letter] = 0

letter\_counts[letter] += 1

letter\_frequencies[i] = letter\_counts

all\_key\_frequencies[k] = letter\_frequencies

*# get all possible letters for each column*

all\_key\_letters = {}

**for** key\_len **in** all\_key\_frequencies:

sub\_dict = {}

**for** num **in** all\_key\_frequencies[key\_len]:

letters\_in = []

**for** letter **in** all\_key\_frequencies[key\_len][num]:

letters\_in.append(letter[0])

sub\_dict[num] = letters\_in

all\_key\_letters[key\_len] = sub\_dict

*# fill in all the frequencies that didn't show up in the column*

all\_key\_frequencies\_complete = all\_key\_frequencies.copy()

**for** c **in** ALPHABET:

**for** index **in** all\_key\_letters:

**for** i **in** all\_key\_letters[index]:

**if** c **not** **in** all\_key\_letters[index][i]:

all\_key\_frequencies\_complete[index][i][c] = 0

*# sort the key frequencies in descending order*

all\_key\_frequencies\_complete\_sorted = {}

**for** index **in** all\_key\_frequencies\_complete:

sub\_dict = {}

**for** i **in** all\_key\_frequencies\_complete[index]:

sub\_dict[i] = (sorted(all\_key\_frequencies\_complete[index][i].items(), key=**lambda** x: x[1], reverse=True))

all\_key\_frequencies\_complete\_sorted[index] = sub\_dict

*# convert all the numbers to percentages*

all\_key\_percentages = {}

**for** i **in** all\_key\_frequencies\_complete\_sorted:

sub\_dict = {}

**for** j **in** all\_key\_frequencies\_complete\_sorted[i]:

percentage\_list = []

**if** (j - 1) <= (len(ciphertext) % i):

divisor = (len(ciphertext) // i) + 1

**else**:

divisor = len(ciphertext) // i

**for** k **in** all\_key\_frequencies\_complete\_sorted[i][j]:

tuple\_new = (k[0], k[1] / divisor)

percentage\_list.append(tuple\_new)

sub\_dict[j] = percentage\_list

all\_key\_percentages[i] = sub\_dict

*# collect all the letter percentages without their letters*

cj = {}

**for** i **in** all\_key\_percentages:

final = [0] \* 26

**for** j **in** all\_key\_percentages[i]:

cj\_list = [ k[1] **for** k **in** all\_key\_percentages[i][j] ]

final = [ final[n] + cj\_list[n] **for** n **in** range(len(cj\_list))]

cj[i] = final

*# using the twist algorithm*

twists = {}

**for** i **in** cj:

twist = 0

**for** j **in** enumerate(cj[i]):

**if** j[0] <= 12:

twist += j[1]

**else**:

twist -= j[1]

twist \*= 100 / i

twists[i] = twist

*# using the twist+ algorithm*

twistplus = {}

twistlist = list(twists.values())

**for** i **in** twistlist:

subtact = 0

**for** j **in** range(twistlist.index(i)):

subtact += (twistlist[j] / twistlist.index(i))

number = i - subtact

**if** twistlist.index(i) != 0:

twistplus[twistlist.index(i) + 1] = number

**def** twistplus\_key(d: dict) -> int:

mode\_val = 0

**for** i, j **in** d.items():

**if** j > mode\_val:

mode = i

mode\_val = j

**return** mode

**return** twistplus\_key(twistplus)

**def** vigenere\_solver(ciphertext: str) -> str:

plain\_ciphertext = text\_process(ciphertext)

key\_len = twist\_alg(plain\_ciphertext)

**print**(f"Key Length: {key\_len}")

key\_letters = []

**for** i **in** range(key\_len):

*# get the text to analyze*

col = plain\_ciphertext[i::key\_len]

key\_letters.append(caesar\_chi(col, True))

**return** "".join(key\_letters)

**if** \_\_name\_\_ == "\_\_main\_\_":

*# get the files from the command line*

files = command\_line\_process("vigenere.log")

*# decode them*

outputs = [file\_decode(file, vigenere\_solver, mono=False) **for** file **in** files]

*# print the outputs*

**print**("**\n**---------**\n**|Results|**\n**---------**\n**")

**with** open("vigenere.txt", "w") **as** f:

**for** file, key, text **in** outputs:

output = f"{file}**\t**key: {key}**\n**{text}**\n**"

**print**(output)

f.write(output)